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Abstract

This paper discusses the issue of formality in the process of requirements engineering. First, the paper emphasises the significance of capturing, recording and maintaining user’s original, sketchy, plain-English, statements of requirements. Such informal requirements are commonly used as a basis for stakeholders negotiation, they can be easily discussed and validated by the client community, and they can always be referred to in the subsequent development process. At the same time, we stress the importance of mapping informal requirements texts into their formal specification which could be regarded as a legal document between users and developers, and which could be used with confidence by developers as a complete, cohesive and unambiguous statement of client’s needs. We argue the benefits and the pitfalls of integrating the two approaches to expressing software requirements within a single development paradigm. We report a number methods coping with this duality of software requirements and we offer our own reuse-based solution to requirements analysis, organisation and synthesis leading to the production of quality requirements specifications.

1. The Split

It is practically impossible to construct a good quality requirements specification document in a single, monolithic step, so the process of requirements engineering is normally conducted iteratively and can be structured into several phases, e.g. elaboration of needs and objectives, requirements acquisition and modelling, generation and evaluation of alternatives, and finally requirements validation [29]. Elicitation of information from customers, as manifested in the first two phases of the requirements engineering cycle, is in itself a complicated process, and may be further broken up into a number of distinct steps, i.e. identification of information sources, information gathering, rationalisation and prioritisation of collected information, and integration of requirements with the aim to combine different view points [13].
As the elicitation process precedes all of requirements engineering phases, its effectiveness and efficiency is deemed to be of pivotal importance to the whole cycle. There are many factors that influence the efficacy of the requirements elicitation process, though, factors regarded as decisive to the requirements elicitation success include [14]:-

- **successful communication of requirements** - the main source of communication problems amongst project stakeholders are terminological differences, introduction of ambiguities through the use of natural language, lack of formality and rigour, and the inherent complexity of requirements [13];

- **ability to trace requirements** - traceability is considered difficult because of the complexity and frequency of software revisions, which also favour early formalisation of software requirements, the subsequent loss of their original informal form, which is one of the main problems in software maintenance [62, 26]; and,

Table 1 - Requirements engineering vs other development phases

<table>
<thead>
<tr>
<th>Goals</th>
<th>Project Management</th>
<th>Requirements Engineering</th>
<th>Software Design</th>
<th>Software Implementation</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>project plan</td>
<td>requirements specification</td>
<td>software designs</td>
<td>working programs</td>
</tr>
<tr>
<td>Tasks</td>
<td>project estimation</td>
<td>elaboration of needs and objectives</td>
<td>designing software architecture</td>
<td>data manipulation</td>
</tr>
<tr>
<td></td>
<td>project planning</td>
<td>requirements acquisition</td>
<td>designing data model and flow</td>
<td>program coding</td>
</tr>
<tr>
<td></td>
<td>project monitoring</td>
<td>requirements modelling</td>
<td>designing user interfaces</td>
<td>program testing</td>
</tr>
<tr>
<td></td>
<td>resource management</td>
<td>generation and evaluation of alternatives</td>
<td>designing program logic and control</td>
<td>installation</td>
</tr>
<tr>
<td></td>
<td>configuration management</td>
<td>requirements validation</td>
<td>designing tests</td>
<td></td>
</tr>
<tr>
<td></td>
<td>introduction of standards</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>quality assurance</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Sample Artefact Types</th>
<th>proposals and feasibility studies management reports</th>
<th>pictures, drawings and photographs informal requirements texts data dictionaries diagrams and charts formal specifications prototypes</th>
<th>diagrams and charts decision tables pseudo-code and PDL formal designs</th>
<th>source code files and databases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Domain</td>
<td>management/ problem</td>
<td>problem/ modelling</td>
<td>modelling/ implementation</td>
<td>implementation</td>
</tr>
</tbody>
</table>

As the elicitation process precedes all of requirements engineering phases, its effectiveness and efficiency is deemed to be of pivotal importance to the whole cycle. There are many factors that influence the efficacy of the requirements elicitation process, though, factors regarded as decisive to the requirements elicitation success include [14]:-

- **successful communication of requirements** - the main source of communication problems amongst project stakeholders are terminological differences, introduction of ambiguities through the use of natural language, lack of formality and rigour, and the inherent complexity of requirements [13];

- **ability to trace requirements** - traceability is considered difficult because of the complexity and frequency of software revisions, which also favour early formalisation of software requirements, the subsequent loss of their original informal form, which is one of the main problems in software maintenance [62, 26]; and,
• **well defined elicitation process** - elicitation processes are hard to control due to inadequately defined business processes, organisational procedures and the poorly understood relationships between people involved, their responsibilities and the tasks performed.

The above-mentioned problems and complexities, evidently, find their source in the human factors of the requirements engineering process and the informal nature of pre-specification form of requirements documents, i.e. the media used to record them, their loose structure and inappropriate notation.

• **Media.** Initial requirements come in variety of media types, to include free text, graphics, image, video and animation, speech, sound, and other sign systems [50]. They are rarely in a computer-readable form, and when such a computer representation is available, its structure and rigour is hardly ever yielding to further automation, formalisation and integration.

• **Organisation.** Documents produced at such early stages of software development frequently lack formal structure and logical organisation, they may include minutes of meetings, logs of email discussions, interview transcripts, statements of work, requests for proposals, operational concept documents, technical notes, manuals, and technological surveys [62].

• **Notation.** Early requirements are commonly recorded in natural language, the notation severely criticised as suffering from noise due to redundancy, silence due to omission, over-specification due to solution details, contradiction due to incompatibility, ambiguity due to multiple interpretations, forward reference to concepts introduced later, or wishful thinking due to the lack of realistic validation [48].

Requirements specification documents, being the basis of further development, are commonly called for to be in a precise, technical and symbolic notation. A host of commercially accepted diagramming techniques are currently in use for just this purpose [57]. Formal specification languages and methods, based on the sound mathematical foundation, have a further advantage over the informal approaches to capturing software requirements. Such formal tools have been successfully used in Ada development [43, e.g. Clear], software requirements specification [27, e.g. CML and Telos, CIM, GIST, Taxis/RML, ERAE and KAOS], and domain analysis [60, e.g. CIP, OBJ and Z]. Formal description of entire problem domains also allows for the creation of formal development frameworks, which may lead to additional cost and productivity gains [24].

Unfortunately, the issue of requirements capture is not as simple as the notational convenience, rigidity of the elicitation process, or the completeness and cohesion of the collected requirements. As some of the practicing requirements engineers and researchers note, informal notations are frequently the only form of requirements expression acceptable to the end users. Such informal methods may also bring a number of other developmental benefits to the entire process of requirements engineering.

• While it is desirable to specify requirements formally at some stage of requirements engineering, it is also critical that the actual users define these requirements, and they cannot be expected to learn and use complex formalisms effectively [14].
As the early stages of requirements acquisition are the subject of much negotiation between software stakeholders, thus, initial user requirements must necessarily be informal, i.e. vague, ambiguous and incomplete. Formal methods can be successful when used after the consensus on the requirements has been reached [13].

Natural language is not only the most familiar form of communication, but it is also the form which allows the implicit information to be omitted and the reader’s attention to be directed to the explicitly expressed, important, components of the specification, thus, leading to software requirements specifications which are more concise, less complex and thus cheaper in maintenance than those written in a formal notation [5].

More research should be conducted to provide requirements engineers with some tools and guiding principles of improving natural-language documents without the introduction of unnecessarily formal models [31].

2. The Dichotomy

The dichotomy between user requirements and their specifications is illustrated in Figure 1 [37]. This conflict of informality and rigour in the capture and specification of software requirements has been the main theme of a number of research projects which resulted in several proposed solutions to the problem.

The most commonly practiced solution is to rely on the skill of requirements engineers to produce a mapping from their own informal notes and observations into a more rigorous specification document. Customer validation of specifications can be subsequently facilitated by producing prototypes or concept demonstrators [61], walkthroughs can be used to achieve a consensus on key requirements [30], or the formal specifications can be recast back into a form readily understood by the clients, e.g. into natural language [34, 21, 59].

---

1 This approach to informal specification must be supported with appropriate natural language tools and reasoning mechanism, to assure specifications consistency and completeness.
• Alternatively, software stakeholders can be involved in a joint development of specifications starting from a very sketchy and informal project proposals down to their rigid and formalised specifications, e.g. as in JAD [63]. This approach forces all participants of the requirements engineering process to find a common line of communication, it provides an opportunity of instantaneous feedback, query and correction.

• Employment of communication agents monitoring end users working with prototype systems and reporting mismatches between developer's expectations and the system's actual usage [25].

• Users can be trained in the use of a formal notation, so that they could be directly involved in the construction, validation and verification of formal specifications, predicting the behavioural consequences of the specification, or taking advantage of specification animation as available in a number of systems [28, 8].

• Another approach is to record all informal requirements which can later be elaborated and formalised into a more rigid specification document [58]. The refinement process may also preserve the links between informal and formal concepts for traceability sake, thus, creating a complete, cohesive and hyper-navigable requirements specification system [20, 62, 39].

• Some of the software providing assistance in requirements and design employ knowledge acquisition, representation, and expert systems techniques to extract customer's knowledge into a sophisticated knowledge-base which could subsequently be reasoned about, processed, evaluated and formalised into a set of deliverable requirements specifications [56, 7, 35, 41, 55].

• Some researchers favour stating all requirements in a controlled natural language, so that all of the requirements statements could be readily analysed, structured, indexed and classified [5, 12, 2, 19], or translated into formal, possibly even executable, statements of software specification [52, 23, 64].
• Visualisation tools, which model and represent a customer problem in a graphical form [51, 3, 11, 38], provide their users with the environment in which the process of identifying and describing the needs and concerns could be achieved by means of direct and intuitive manipulation of visually familiar concepts and objects [45].

• Domain analysis [54] and enterprise modelling [32] aim at the construction of a complete model of a domain or enterprise, allow subsequent application development to rely on the pre-classified and formalised domain or enterprise concepts and their relationship, thus, reducing the possibility of mis-communication, incompleteness and inconsistency.

• Finally, the systematic reuse of requirements and domain-related information in a wide-spectrum artefact reuse [44] can accomplish several important upstream reuse objectives, e.g. selection of domain objects and associated software components during requirements specification, ability to critique and analyse user requirements, detection of requirements incompleteness and filling in missing requirements details, and selection of an appropriate refinement of requirements into more detailed specifications and designs;

3. The Conjunction

The work reported in this paper favours yet another approach to dealing with the duality of requirements expression. We believe that both informal and formal approaches to requirements engineering can bring certain benefits to the overall process, thus, it seems logical that they both should be integrated into one cohesive formula as also advocated by Balzer [5, 4], Abbott [1], Barstow [6], Johnson [33], Hsia [31] and Burns [10]. We admit the need to capture software requirements in the form and media most appropriate for the problem domain and convenient to the user community. We also advocate that such collections of mostly informal requirements should be analysed, refined and ultimately formalised, so that other conventional methods were possible in the ensuing development process. Where we may differ to many other researchers is our conviction that the best way of improving the cycle of requirements engineering, and elicitation in particular, is to :-

• process informal documents with a view to identify an opportunity to reuse previously formalised requirements specifications; and to this end,

• provide requirements engineers with such software reuse tools which could assist them in the process of analysis, refinement and formalisation of informal requirements while; while at the same time,

• utilising the skills, knowledge and experience of the people intimately involved in the process.

The concept of reusing system and software requirement documents, their specifications and associated development processes is not new. The recent studies clearly show that early reuse benefits the entire development process and the quality of the final product [15]. The importance of such early reuse can be best characterised by the following remarks.

• Conventional requirements analysis techniques do not provide methods of reusing the results of previous analyses. Analysts are, thus, assumed to start with a blank
slate for each new problem, and as a result, they are doomed to recreate previous mistakes [36].

- Many organisations aim at the introduction of systematic software reuse concerned primarily with the reuse of higher level life-cycle artefacts, such as requirements, designs, and subsystems [22, 47].

- Reusing requirements and specifications, rather than designs or code, provides cost and quality benefits, as well as, developmental assistance earlier in the software life-cycle [46].

- CASE-assisted reuse of requirements and high level designs early in the design process results in the reuse of subsequent lifecycle products [53].

- To effectively utilise available resources in the software development (i.e. software artefacts, techniques, methods, tools and human expertise), the resources that are applicable for the development of a target system must be identified early in the life-cycle, i.e. system requirements analysis phase [40].

Others support these claims, voicing the need to reuse large-scale artefacts going beyond design components and including entire design frameworks and domain resources [42]. Bubenko et. al. [9] further propose to combine design and reuse libraries to accommodate development processes capable of reusing conceptual schemas to support the process of requirements engineering. Morel and Faget [49] aim at extending this approach even to the entire software life-cycle.

4. Summary and Conclusions

In this paper we elaborated the need for such a software requirements engineering process which could embrace the production of both informal and formal, open and constrained, free-format and structured, plain-English and symbolic, multi-perspective and singular, formats of software requirements documents. We looked at the issues of document media, organisation and notation. We considered pros and cons of notational formality. We have discussed a number of approaches to the emerging dichotomy of requirements communication versus their formalisation. Finally we outlined our own methods of requirements development based on the construction of informal documents and their analysis for references to formal reusable requirements specifications.

Several of the issues raised in this paper have already been partially addressed by a range of assisting technologies, such as formal specification languages, object-oriented modelling, full-text databases, information retrieval, natural language processing, hypertext and knowledge-based systems [15, 16]. All of these technologies are capable to contribute to the more effective analysis, representation and access to knowledge embedded in the informal requirements texts. We, therefore, decided to engage in the pursuit of a software development tool which could permit the freedom of informal expression, the power of computer-aided requirements analysis, and the comfort of a rigid specification at the end of the requirements engineering cycle. The tool, RARE IDIOM/SoDA [18], has been designed and prototyped, it is still in its experimental phase, however, it is planned that once it matures, it will become integrated into a cohesive and complete suite of software engineering products forming a powerful CASE environment - HyperCASE [17].
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