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Abstract

Reuse of software products resulting from the early phases of the development life-cycle is claimed to have a tremendous impact on the reduction of cost and enhanced productivity in software development [22]. As requirements engineering sets off the entire development process, consequently the reuse of its products will offer most significant benefits. Unfortunately, software requirements documents are still produced in the form and media which are inappropriate for subsequent computer representation and processing, not to mention their reuse. Besides, the lack of formality in the communication of software requirements is not only demanded by non-technical personnel, but in fact can also have some positive effects on requirements validation and traceability. And so the process of reusing software requirements will have to deal with the analysis of informal texts into their formal representation, their storage and organisation, and the synthesis of the new requirements documents of reusable informal components. To this end, the paper reviews numerous methods and techniques, from a variety of different computing disciplines, which could assist this process and enhance the reusability of requirements engineering products.

1. Introduction

As in many other approaches to requirements engineering, we admit the need to capture software requirements in the form and media most appropriate for the problem domain and convenient to the user community. We also advocate that such collections of mostly informal requirements should be analysed, refined and ultimately formalised, so that other conventional methods were possible in the ensuing development process. Where we may differ to many other researchers is our conviction that the best way of improving the cycle of requirements engineering is via reuse of previously processed requirements documents, whether formal or informal. And to this end, the most effective method is to provide requirements engineers with the reuse tools which could assist them in the analysis, refinement and formalisation of informal requirements while, at the same time, utilising the skills, knowledge and experience of the people intimately involved in the process [20].

In this paper, we view the task of software reuse as comprising three stages of artefact processing (cf. Figure 1) :- the analysis of artefacts and their characteristics, their organisation into a reuse library and the

![Figure 1 - The reuse process](image-url)
subsequent synthesis of the new artefacts out of the library components [21]. The reuse process is equally applicable to code, designs and specifications, however, in the following sections we will investigate how the three aspects of software reuse-in-general apply to the effective reuse of informal software requirements, the most cumbersome life-cycle products.

### 2. Artefact Analysis

The analysis phase of software reuse starts with the process of identifying reusable components in existing software products and in the description of a problem domain. Once a collection of artefacts and their properties had been identified, they need to be understood, i.e. represented in a formalism suitable to reflect their function and semantics. Before artefacts could be stored in a reuse library, first however, they may have to be generalised to widen the scope of their future application. A number of techniques used in the process of identification, understanding and generalisation of requirements documents are listed in Table 1, the techniques are further discussed in the following sections.

#### 2.1 Artefact Identification

The majority of practical effort in the identification of reusable software components can only be described as ad-hoc foraging of existing software repositories, in search of useful programs, modules, functions or data. The more systematic methods of identifying software artefacts emerge from the work on software rejuvenation [72, 453ff] and domain analysis [4]. Both of these methods can be used to facilitate reuse of requirements specifications.

1 Note that asterisks indicate those of the features adopted by the author in his development of an editor for the acquisition and analysis of informal requirements [24].
Software Rejuvenation. The first of the two approaches aims specifically at improving software documentation, structure, design and quality in general, so that its maintenance could be performed with greater ease. There are four methods of achieving this goal: -

- **Redocumentation** - static analysis of source code which results in additional information that could help maintainers to better understand and reference code.

- **Restructuring** - transformation of ill-structured code into better structured programs. Several commercial and research products are available to assist computer-aided code restructuring.

- **Reverse engineering** - recreating design, specification and other early software products from code that preceded it. Many forward engineering CASE tools provide facilities for the automatic derivation of low-level specifications and designs from programs written in C/C++, Ada, Fortran and Cobol.

- **Reengineering** - a combination of reverse and forward engineering to alter existing programs, improve their quality or add new functionality, in absence of written specifications and designs.

Both reverse engineering and re-engineering rely on program understanding which is often facilitated by static analysis of source code, modularisation, restructuring of the flow of control, conversion of restructured code into a design language, adaptation of designs to remove undesirable code and design features, and generation of new code [9]. Code rejuvenation techniques, and in particular reverse engineering and redocumentation, commonly leads to the production of data dictionaries, process specifications, module-calling hierarchies, pseudocode, entity-relationship charts, data and control flow diagrams, structure charts, module and variable tables, cross reference, data interface tables, test paths, etc [72, p 455, 458].

Rejuvenated software can be significantly improved in its reusability characteristics by isolating its replaceable features, making products self-contained, parametrising, enriching, abstraction and specialisation, testing and validating, formally verifying, assessing quality, and restructuring [1]. At the same time, technology limits the scope of practical software rejuvenation, in particular that of reengineering and reverse engineering. While restructuring usually operates within a single layer of software abstraction, e.g. design-to-design or code-to-code, redocumentation, reengineering and reverse engineering rely heavily on the reconstruction of abstractions higher than those encapsulated in the available artefacts, e.g. code-to-design or design-to-specifications. Although, the three approaches have certain successes in commercial applications [63 - REFINE/Cobol, 70 - Cobol/SRE], the current state of technology still seems to be quite immature for the more complex tasks, like derivation of high-level software abstractions from code - the amount of development information lost in the process of consecutive software refinements from the original specifications down to code is far too great. To recover lost information, some researchers use rich, and frequently less structured and less formal, knowledge of the problem domain which can then be combined with the structures extracted from legacy code to arrive at a high-level, abstract specification of analysed programs [10, 27, 87]. This leads us to the integration of techniques drawn from software rejuvenation and the second approach to information identification in artefact analysis, i.e. domain analysis.

Domain Analysis. Domain analysis is the process of identifying and organising knowledge about some class of problems -- the problem domain -- to support their description and the solution of these problems [5]. Typical approaches to domain analysis include:

- **Characterisation of the problem domain.** One of the most important aspects of domain analysis is to construct a domain model being a systematic and comprehensive description of all reusable resources useful in solving domain problems. Typically, such a
model specifies an extensive vocabulary of terms describing objects, their attributes and relationships characteristic to the problem domain. The vocabulary can then be used to represent library components in terms of their design properties [57] and to classify domain objects to improve their access and utilisation in the reuse tasks [76].

- Modelling operational knowledge. The domain model would not be complete without knowledge of development processes which create, refine and alter domain artefacts. Such knowledge may be observed as strategies and tactics invoked during artefact development and whenever needed reapplied and reused in the construction of new software products [68, 69]. It may also be worth considering the representation and reasoning mechanisms as reusable resources themselves being an integral part of the component library [82].

- Exploration of software systems. Existing software systems developed to solve problems drawn from the shared application domain can also be the source of knowledge about the domain and its objects. It is a common practice to study software components to discover and exploit commonality of their features, representations and methods [51, 53]. Other types of development documents, such as manuals, system documentation or even interview transcripts may also be analysed with a view to identify domain objects, relationships and operations, their similarities and abstractions [88]. The total knowledge about software development can be organised into distinct domains defined as classes of similar systems, and all of the reusable resources characterising domains can be classified in terms of features related to design rationale, information on functionality, performance, development methodology, operational constraints, etc [8].

The new systems requirements can be specified formally almost entirely in terms of a domain model, its descriptors and operators. The informal software requirements, in turn, can be analysed for references to domain concepts and relationships, and subsequently they could be refined into a composition of reusable formal domain objects. With the aid of a domain model, it is also possible to reverse engineer reusable code components back into their specifications, which themselves may also have reuse potential. The tools typically employed in all of the above methods are knowledge-acquisition tools, entity-relationship and object-oriented modeling tools, sematic clustering, CASE and various text parsing tools [1].

2.2 Artefact Understanding

Once a requirement document or its components has been identified, its features and sub-components need to be characterised, its relationships with other software products described, and its applicable operations specified. All this information will subsequently have to be embedded in some kind of high-level, symbolic and abstract description. Ideally, such a description should be in a form available for further machine processing leading to improved requirements classification, search and retrieval, interfacing, decomposition and integration.

In the past, with varying degrees of success, the following approaches were used to capture artefact characteristics.

- Media Properties. Some of the approaches to software reuse rely on the properties of media used to encode the software products rather than on the syntax or semantics of the artefacts themselves. For example, requirements can be classified using textual, lexical or syntactic properties instead of the semantic properties of encoded information.

- Usage. Requirements documents can be characterised by their usage, access or modification profiles. Some systems attempt to determine requirements utility from the frequency of its reuse by developers. Others look at developer’s behaviour during the search for applicable artefacts, the acceptance and rejection of the proposed candidates. Then again, some approaches focus on the artefact adoption and adaptation patterns to determine useful relationships between artefact collections.
Classification. Requirements artefacts may be characterised through the taxonomic or faceted classification of their properties and components.

Description. Because all work products, except code, are documents intended for humans, text reuse is becoming increasingly important [77]. This includes textual description of requirements in other media forms as well. Artefact descriptions are frequently expressed in natural language, such as English. Such descriptions may be processed with a number of standard text manipulation methods, e.g. text indexing, information retrieval or natural language processing.

Structure. Structured requirements documents, e.g. those produced by diagramming tools or formal specification languages may be described in terms of the objects and attributes they directly encode. Such descriptions can them be stored in a system data dictionary for further processing and reuse.

Knowledge Representation. While formal notations and systems are adequate for formalisation of artefact features which are well defined, complete and cohesive, they are not flexible enough to capture the richness of all types of information processed in the course of software development, e.g. information contained in the informal communication between clients and requirements engineers, information used by software designers in the process of problem solving, or the information used as the basis of fault finding by software maintainers. To cope with the new challenges of artefact complexity, researchers go beyond the realms of structured descriptions towards the experimental knowledge representation of software.

In the past, such knowledge bases of artefact representations have been used in:-

- modeling domain knowledge which could subsequently be used to guide reuse of software components in later design tasks [78, 84];
- software requirements acquisition into a knowledge base of domain knowledge, design methods, decision making processes, and knowledge required for checking model consistency [91].
- requirements modeling through the use of knowledge representation of, and formal reasoning about, domain agents, their goals, functional and non-functional requirements, abstract domains and time [11, 45]; or
- assisting design tasks through the representation and use of reusable rules for design specialisation and refinements, domain-oriented data object descriptions, domain attributes for data objects and design schemas, reusable templates and code [58, 78].

2.3 Artefact Generalisation

Once an artefact has been identified and understood, whether in the process of domain analysis, artefact construction or reverse engineering, it may have to be generalised to increase its scope of reusability. Such generalisation may be achieved by relaxing or removing design constraints imposed on artefacts, by integrating implied or redundant design concepts with the main problem solution, by dealing with more abstract data structures, or by substituting the selected component of an artefact with a more general one. Very little work on tool assisted artefact generalisation has been done to date. Theoretically, systems assisting developers in reasoning by analogy [39, 61, 62] or cases [55] and program proving techniques [48] seem to be appropriate for this task but solutions in this area are still largely unexplored.
3. Artefact Organisation

Software requirements, to be useful in the reuse process, need to be organised into a systematic repository of components. Before storage, artefacts may have to be classified into a taxonomy of concepts based on their conceptual properties expressed in an appropriate notation, e.g. propositional networks, frames or rules. Alternatively they may have to be indexed with respect to some controlled or uncontrolled vocabulary or be classified in terms of knowledge representation elements. The organisation process could then use tools allowing searching and retrieval of artefacts. Such tools may be capable of context verification, assessing semantic closeness of artefacts, using thesauri to determine term similarity, applying boolean or vector space information retrieval methods, utilising either query systems, hypertext or hierarchical browsers, employing semantic and citation searching tools, etc. [1].

The techniques useful in storage, retrieval, classification and search of requirements documents are listed in Table 2 and they are further discussed in the following sections.

3.1 Artefact Storage and Retrieval

The methods employed in the storage and retrieval of software artefacts go far beyond the issues of record storage and database management. Such methods will vary as the nature of software components varies due to their formalisation, meaning, structure, form or media (Cf. Table 3).

- *Tables and taxonomies*. The simplest, albeit most established, techniques put to use in the storage and retrieval of software are those used with binary and source code, e.g. link-loader tables [79] and taxonomies of code modules and classes [43].

---

2 Note that asterisks indicate those of the features adopted by the author in his development of an editor for the acquisition and analysis of informal requirements [24].
Data dictionaries. The more sophisticated techniques are those used in the representation of diagrams and charts commonly used in software designs and specifications, e.g. CASE data dictionaries [46].

Text databases. Efficient storage and retrieval of unstructured and informal documents, such as requirements statements, problem reports or change requests, is still in its infancy, and often relies on various techniques used in text processing [80].

Integrated repositories. Repositories of software artefacts collected over the entire development life-cycle fulfil functions additional to normal data management, i.e. interoperability of tools accessing such a repository, ensuring non-redundancy and consistency of information contained in artefacts of differing levels of abstraction, exchange of data between different development tools, and synchronisation of tools via the repository [12, 86].

Knowledge-bases. The sophistication of data stored in reuse libraries and the complexity of services demanded of such a library lead to suggestions of employing specialised software information systems [35, 36] or knowledge-based systems [59, 78, 82].

### 3.2 Artefact Classification and Searching

Artefact classification and the subsequent search is tightly coupled with the underlying repository storage and retrieval mechanisms. We will consider here the main variations in query systems, information retrieval techniques and hypertext.

**Query Languages.** A typical library of reusable software artefacts, whether consisting of requirements, specifications or code, is organised around an existing database management system. In such a library, requirements can be accessed via one of the standard query languages based on relational algebra, as in SQL or QBE. Other systems, e.g. CATALOG [33], allows handling queries in boolean logic, returning not only the exact matches but also some phonetic variants. On occasions, library enquiries issued menus or restricted natural language are mapped into a regular query system, e.g. in RSL [14].

There are different methods of identifying artefact searchable attributes, some based on attribute-value pairs, others on enumerative taxonomies, faceted classification or simple keywords. The conducted experiments show that search methods seems to be of a far lesser

<table>
<thead>
<tr>
<th>Enterprise:</th>
<th>Application design:</th>
<th>Validations and verification:</th>
</tr>
</thead>
<tbody>
<tr>
<td>o Organisational structure</td>
<td>o Methodology rules</td>
<td>o Test plan</td>
</tr>
<tr>
<td>o Business area analyses</td>
<td>o Graphical representations</td>
<td>o Test data cases</td>
</tr>
<tr>
<td>o Business functions</td>
<td>o System diagrams</td>
<td>o Regression test scripts</td>
</tr>
<tr>
<td>o Business rules</td>
<td>o Naming standards</td>
<td>o Test results</td>
</tr>
<tr>
<td>o Process models (scenarios)</td>
<td>o Referential integrity rules</td>
<td>o Statistical analyses</td>
</tr>
<tr>
<td>o Information architecture</td>
<td>o Data structures</td>
<td>o Software quality metrics</td>
</tr>
<tr>
<td>o Process definition</td>
<td>o Class definition</td>
<td></td>
</tr>
<tr>
<td>o Menu trees</td>
<td>o Performance criteria</td>
<td></td>
</tr>
<tr>
<td>o Schedule</td>
<td>o Timing constraints</td>
<td></td>
</tr>
<tr>
<td>o Screen definitions</td>
<td>o Report definitions</td>
<td></td>
</tr>
<tr>
<td>o Problem reports</td>
<td>o Logic definitions</td>
<td></td>
</tr>
<tr>
<td>o Change requests</td>
<td>o Behavioural logic</td>
<td></td>
</tr>
<tr>
<td>o Report definitions</td>
<td>o Algorithms</td>
<td></td>
</tr>
<tr>
<td>o Status reports</td>
<td>o Transformation rules</td>
<td></td>
</tr>
</tbody>
</table>

**Table 3 - Types of repository information [74, p 752]**

- **Data dictionaries.** The more sophisticated techniques are those used in the representation of diagrams and charts commonly used in software designs and specifications, e.g. CASE data dictionaries [46].
- **Text databases.** Efficient storage and retrieval of unstructured and informal documents, such as requirements statements, problem reports or change requests, is still in its infancy, and often relies on various techniques used in text processing [80].
- **Integrated repositories.** Repositories of software artefacts collected over the entire development life-cycle fulfil functions additional to normal data management, i.e. interoperability of tools accessing such a repository, ensuring non-redundancy and consistency of information contained in artefacts of differing levels of abstraction, exchange of data between different development tools, and synchronisation of tools via the repository [12, 86].
- **Knowledge-bases.** The sophistication of data stored in reuse libraries and the complexity of services demanded of such a library lead to suggestions of employing specialised software information systems [35, 36] or knowledge-based systems [59, 78, 82].
importance, than the choice of searchable attributes, their organisation and use [34]. This phenomenon is best illustrated by the architecture of the most powerful artefact retrieval systems which employ rich semantics of component descriptors. Such descriptors are capable of capturing artefact structural and behavioural properties, their dependencies and relationships. Effective retrieval of reusable components can then be achieved by formulating a suitable query involving various interrelated component descriptors [15].

Some researchers argue that simple attribute-value or descriptor systems cannot deal adequately with certain important aspects of artefact representation, e.g. their semantic proliferation, multiple views, and the need for intelligent indexing. In LaSSIE, a knowledge based system of reusable software components, a sophisticated frame-based representation is used to describe actions (e.g. external and internal actions, and stimuli), objects (e.g. communication device, resource, hardware and software), doers (e.g. users, processes, groups and processors), and states (e.g. line, resource, data and network states). In such a complex artefact repository, queries and browsing actions are issued in concert via LaSSIE’s graphical and natural language user interfaces. Their resolution is, in turn, assisted by the sophistication of semantic matching and reasoning [29].

Information Retrieval. Software artefact retrieval based on simple query-answering is severely limited in its usefulness in dealing with elaborate artefact types, such as requirements. Chen [17] observes the following deficiencies of the query systems:-

- keyword-based systems are inadequate because they are based on lexical and syntactical properties of components rather than their semantics;
- there is a lack of standard formalism or schemata for the description of complex reusable components;
- more complex component, such as requirements specifications or designs, can only be adequately described in a suitable modeling language;
- components should be abstracted based on the linguistic properties of their name or their description;
- the retrieval system should not abandon its search when the direct query fails; instead it should offer some closely related components which do not exactly match the query.

Consequently, Chen suggests a model of retrieval based on the semantic representation of reusable components and the signatures matching of the goal specification and the artefacts stored in the database. The method proposed closely resembles those commonly used in databases and information retrieval [80]. Many other information retrieval methods permit treating software artefacts as plain unstructured text or as a vector of artefact properties, both eminently suitable to manipulation of complex requirements artefacts.

Prieto-Diaz [75, 76] adopts a faceted classification scheme (similar to that used in library cataloguing). His retrieval process is subsequently based on the metric assessing conceptual closeness of attributes in each of the facets, supported with the use of a thesaurus.

The REUSE system [7] provides a customisable, keyword-based hierarchical menu system being a front-end to the information retrieval system. Such menus and keywords provide a consistent classification of reposited software artefacts and are used to construct information retrieval queries. The REUSE system also maintains a thesaurus to reduce terminology differences within the user community.

In GURU [60], artefact attributes are automatically extracted from natural language artefact descriptions with the use of an indexing scheme based on the notions of lexical affinities and quantity of information. Subsequently, a browsing hierarchy is generated using an attribute clustering technique. Thanks to the free-text indexing scheme, GURU can also
accept free-style natural language queries treated simply as another artefact specification needed to be matched and compared against the rest of the artefact database.

**Hypertext.** An attractive form of organising and accessing the texts of software requirements documents is hypertext - a web of interconnected text units which can be browsed and accessed via navigational links represented in the body of text as selectable text buttons. The main benefit of hypertext-based retrieval is the visual and explicit nature of inter and intra document relationships. Such relationships can either be defined directly by the analysts or indirectly by running an appropriate text indexing and linking utility program. Several existing software engineering research projects offer hypertext as a viable facility for efficient access to software documents.

In DIF and ISHYS [36, 38], all software documents, to include code but also specifications, are defined as forms filled with information, organised into a tree-structure of templates and their instances. DIF documents can subsequently be retrieved by navigating the hierarchy of documents, following the semantic links or querying the selected keywords.

HyperCASE [23] provides a visual, integrated and customisable software engineering environment, supporting software developers in the areas of project management, system analysis, design and coding via a suite of loosely-coupled tools supporting both textual and diagrammatic presentation techniques. Tool integration is achieved by combining a hypertext-based user interface with a common knowledge-based document repository in a manner which facilitates integrity and completeness checking, component and design re-use, configuration management, etc.

KIOSK, the system for structuring of, and navigating between, UNIX text files, uses a similar method of accessing its text components. It further extends its hyper-navigation using a simple form of pattern matching [19].

While the previous projects aim at providing a flexible access to individual project components, EUROWARE aims at accessing reusable information over wide area networks (e.g. World Wide Web on the Internet), thus, providing a vehicle for sharing reusable artefacts across projects, companies or even countries [47].

Technology books [6], are another form of consolidating development knowledge, into a collection of structured and navigable documents. Such organisation of development information permits document classification according to their types (domain entities, project entities, work products, resources, statements, and analyses) and setting relationships between information nodes to form semantic taxonomies (history, taxonomy, aggregation, use, justification, intersection, and ownership). Access to this information is given via a number of semantic (issue, definition, assumption, constraints, position, design, unresolved and result) and syntactic (author, heading, equation, enumeration) tags.

### 4. Artefact Synthesis

The construction or synthesis of software products of reusable components starts with finding and retrieving several software artefacts matching the new software requirement. Subsequently the most suitable artefacts are then **selected** from amongst candidates and then **adapted** to suit the new application. Finally a range of selected software components are **integrated** into a completely new software product. The techniques for the selection, adaptation and integration of requirements artefacts are listed in Table 4 and are discussed below in more detail.
Within the development-with-reuse, new artefacts can be constructed by incorporating reusable items by means of variant selection, instantiation, provision of data by generation and forms management, template completion by prompters and macro expansion, modification, and integration by linkers, smart editors, environments with integration paradigms, etc [1]. A selection of these methods can be adapted (and in some cases has been adapted) for the construction of requirements specification documents, sometimes with the aid of tools as simple as wordprocessor or as complex as knowledge-based systems.

Copying. Anecdotal accounts of software development practices appear to indicate that artefact copying is the most predominant approach to software reuse. Such observations are not surprising when the studies of cognitive behaviour of programmers reveal component copying to be a vivid exhibition of mental laziness displayed by the majority of software developers, whether experienced or novices [83]. To capitalise on this seemingly natural behaviour, or perhaps to restrain it, some programming languages, such as COBOL, offer source code copy-libraries (the precursors to the more general macros), which prevent a totally ad hoc approach to copy-reuse and regulate access, integration and modifications applied to copied code. While the syntax and semantic of modern programming languages promotes other forms of reuse, e.g. based on the taxonomies of abstract data types or classes, the informal organisation of early software artefacts, such as requirements statements, would still encourage the most primitive and irregular reuse methods, i.e. find, cut, change and paste of the selected text.

Embedding. Inclusion of previously developed artefacts into newly constructed documents seems to be a small advance over the cut-change-and-paste approach to text-reuse. For years, it has been used as a vehicle for embedding of shared text in new documents, e.g. in C header files or Microsoft Word sub-documents. Artefact embedding is a particularly useful form of sharing and reuse for documents with ill-defined or informal syntax, structure and unpredictable type of embedded components, such as in informal requirements texts.

<table>
<thead>
<tr>
<th><strong>Reuse Phase</strong></th>
<th><strong>Approach</strong></th>
<th><strong>Techniques</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>selection</td>
<td>copying</td>
<td>cut-change-paste</td>
</tr>
<tr>
<td>integration</td>
<td>embedding</td>
<td>copy libraries</td>
</tr>
<tr>
<td>adaptation</td>
<td>referencing</td>
<td>document inclusion</td>
</tr>
<tr>
<td></td>
<td>expansion</td>
<td>sub-documents</td>
</tr>
<tr>
<td></td>
<td>specialisation</td>
<td>modularisation</td>
</tr>
<tr>
<td></td>
<td></td>
<td>parametrisation</td>
</tr>
<tr>
<td></td>
<td></td>
<td>customisation</td>
</tr>
<tr>
<td></td>
<td></td>
<td>hypertext links</td>
</tr>
<tr>
<td></td>
<td></td>
<td>dynamic linking &amp; embedding</td>
</tr>
<tr>
<td></td>
<td></td>
<td>macros</td>
</tr>
<tr>
<td></td>
<td></td>
<td>glossaries</td>
</tr>
<tr>
<td></td>
<td></td>
<td>fields</td>
</tr>
<tr>
<td></td>
<td></td>
<td>print-merge</td>
</tr>
<tr>
<td></td>
<td>transformation</td>
<td>objects &amp; classes</td>
</tr>
<tr>
<td></td>
<td></td>
<td>templates</td>
</tr>
<tr>
<td></td>
<td></td>
<td>outlines</td>
</tr>
<tr>
<td></td>
<td></td>
<td>forms</td>
</tr>
<tr>
<td></td>
<td></td>
<td>document masters</td>
</tr>
<tr>
<td></td>
<td></td>
<td>cross-abstraction generators</td>
</tr>
<tr>
<td></td>
<td></td>
<td>history reuse</td>
</tr>
</tbody>
</table>

Table 4 - Requirements synthesis techniques

Within the development-with-reuse, new artefacts can be constructed by incorporating reusable items by means of variant selection, instantiation, provision of data by generation and forms management, template completion by prompters and macro expansion, modification, and integration by linkers, smart editors, environments with integration paradigms, etc [1]. A selection of these methods can be adapted (and in some cases has been adapted) for the construction of requirements specification documents, sometimes with the aid of tools as simple as wordprocessor or as complex as knowledge-based systems.

Copying. Anecdotal accounts of software development practices appear to indicate that artefact copying is the most predominant approach to software reuse. Such observations are not surprising when the studies of cognitive behaviour of programmers reveal component copying to be a vivid exhibition of mental laziness displayed by the majority of software developers, whether experienced or novices [83]. To capitalise on this seemingly natural behaviour, or perhaps to restrain it, some programming languages, such as COBOL, offer source code copy-libraries (the precursors to the more general macros), which prevent a totally ad hoc approach to copy-reuse and regulate access, integration and modifications applied to copied code. While the syntax and semantic of modern programming languages promotes other forms of reuse, e.g. based on the taxonomies of abstract data types or classes, the informal organisation of early software artefacts, such as requirements statements, would still encourage the most primitive and irregular reuse methods, i.e. find, cut, change and paste of the selected text.

Embedding. Inclusion of previously developed artefacts into newly constructed documents seems to be a small advance over the cut-change-and-paste approach to text-reuse. For years, it has been used as a vehicle for embedding of shared text in new documents, e.g. in C header files or Microsoft Word sub-documents. Artefact embedding is a particularly useful form of sharing and reuse for documents with ill-defined or informal syntax, structure and unpredictable type of embedded components, such as in informal requirements texts.

3 Note that asterisks indicate those of the features adopted by the author in his development of an editor for the acquisition and analysis of informal requirements [24].
Referencing. By far the most common technique of bringing together independent programming resources is via parametrised referencing of routines and modules, also known as procedure calls, inter-module communication or message passing. Virtually all modern programming languages feature some sort of program modularisation and parametrisation which allow not only integration of reusable software components but also to some extent their customisation via parameters. Similar facilities also exist in some formal specification languages and software development environments, e.g. parametrised traits and function signatures in Larch or OBJ [42, 48] or parametrised conceptual frameworks in Resolve [13, 30, 71]. Needless to say such facilities are also available during the construction of less formal requirements documents which may utilise generic hypertext-style text referencing [19, 28, 37, 38] or documents dynamic linking and data exchange, as in Microsoft OLE [49], Apple publish-and-subscribe and a more recent OpenDoc [3], or other document integration technologies similar to that in CORBA [67].

Other forms of artefact referencing and interconnection are not immediately applicable to software requirements documents as they rely on the active nature of interfaced components, e.g. UNIX pipes, Common Lisp and Scheme streams, software buses [40], or library interconnection languages such as LIL [41].

Expansion. A form of text parametrisation which could be readily applied to the integration of both formal and informal texts are macros. The specific value of macros to the reuse effort is best illustrated by the IBM BB/LX system [56]. Macros are commonly used across the entire spectrum of programming languages and pre-processors, e.g. assemblers, Fortran in-line statements, C defines, UNIX shell aliases, etc. Larch trait inclusion has many macro-like features. Its semantics however goes beyond simple text substitution. Although wordprocessing documents frequently feature facilities such as glossaries, fields, or massive print-merge text substitution, their application to the reuse of encoded requirements information is very limited.

Specialisation. A more promising suite of reuse techniques is associated with artefacts reuse by their specialisation from a more generic software component. This approach is rapidly gaining the attention of software reusers object-orientated programming, design and analysis [64]. As object classes represent programming concepts with the elements of their specifications, hence, the practical reuse efforts were applied to the entire spectrum of software life-cycle, e.g. programming systems such as MELD [52], RESOFT [18], and REBOOT [66], HOOD design method [25], derivation of programs from domain knowledge [50], reuse of semantic data model [73], etc. What is less apparent, however, is the fact that the approach to artefact instantiation as adopted by object-oriented programming languages, such as Ada, Smalltalk, C++ or Eiffel, is more suitable in the reuse of executable artefacts (such as programs) or highly regular artefacts (such as database objects), but it does not apply so effectively to declarative and irregular (such as program specifications) or informal artefacts (such as software requirements).

Techniques which may be more suitable for free text specialisation include text filling and structuring with templates as in equation editors [65], program editors [2, 85, 89] or flowchart editors [81]. Similar techniques are being applied not only to the structural properties of instantiated texts but may also be used with the program semantics as well [54, 90]. Standard wordprocessing utilities such as document outlines, forms and document masters or templates may serve as an excellent vehicle for the encoding of reusable components of requirements texts.

Transformations. The transformational methodology may utilise two different approaches to reuse: the first which relies on the code generation from a specification written in a high-level language; and the second which allows reuse of previously observed developmental steps in the new software construction [31]. The former of the approaches can be exemplified with the generation of code from abstract program specifications in GIST,
SETL, V or ELI [16] and the latter with the work by Goldberg and De Antonellis on the reuse of development history and other types of temporal information contained in the reuse components [26, 44]. Although research into very high level programming languages (VHLL) resulted in a number of successful experimental tools and techniques, to date there are no practical methods of converting high-level real-life requirements specifications into executable software. Nor does there exist tools which could span software refinement leading from informal requirements down to code. Where the two methods could be useful, however, but had not been tested extensively, is to use both of the transformational methods in relation to a high-level informal requirements document and its formal specification. At such a narrowly confined development phase the refinement steps could be easily tracked, analysed and repeated as the need arises.

5. Summary and Conclusions

This paper reviewed, contrasted and summarised the methods and techniques useful in the processing of informal software requirements texts. It classified all of the approaches into three categories corresponding to the three steps in the reuse cycle, i.e. artefact analysis (cf. Table 1), organisation of artefact libraries (cf. Table 2) and synthesis of the new artefacts (cf. Table 4).

The main techniques considered useful in the process of requirements reuse were adopted from other computing fields, e.g. reverse engineering, domain analysis, information retrieval, data and knowledge-based systems, hypertext and natural language processing, object-oriented systems, compiler and editor construction, etc. Several examples of reuse in the small and reuse in the large illustrated the most successful applications of the selected techniques, e.g. the use of domain vocabulary to classify software artefacts, knowledge-bases to acquire and represent semantics of software components, natural language processing to identify reuse concepts in plain-text documents, information retrieval and hypertext to access and navigate reuse libraries, forms and templates to create new software artefacts, using artefact history to reapply previously performed development steps, etc.

Such successful methods and techniques, as collected and described in this paper, helped the author in the design and prototyping of RARE IDIOM/SoDA, a software environment for the creation, elaboration, analysis, refinement and reuse of informal software requirements documents [24]. The system provides requirements engineers with a template-based editor, which allows them to enter the text of informal requirements, analyse it with a natural language parser into a knowledge-base of reuse descriptors, refine it into a requirements specification, and freely hyper-navigate between various requirements documents to enhance the documents access, clarity of contained concepts and to improve tracability of the subsequently developed software artefacts to their original statement of need. In the future, RARE IDIOM/SoDA will be further extended and improved to better unify with other life-cycle support tools, such as diagram editors and data dictionaries, thus forming an integrated CASE environment - HyperCASE [23].
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